**Signals Heatmap– How To Guide**

**Gracen Alleman, Intern 7/29/2024**

With the **Signals Heatmap Graph** and functions, you can make traffic counts for the Kinetic signals device event data. With the data you can make a graph showing how much each phase is being served or you can make a heatmap of the whole intersection over time and day. Please note that that although the functions are taking in turning movements, turning movements counts are being underreported. Also note that it is unclear how accurate the traffic counts are at the moment.

Get your data from Kinetic signals device event data

* Go to Kinetic signals and export as a csv device event data for the date range that you want. Note that some people cannot get more than 20 kilobytes of data from Kinetic at one time, so be conservative, think 5 days. If you need to, you can join your data after getting it from Kinetic.

Step 2: Load in functions and import libraries

* In Python, import the libraries io, timedelta, numpy as np, datetime as date, pandas, as pd, matplotlib.pyplot as plt, and plotly.graph\_objects as go. Load in the three functions myround, sortbyphaz, and traffic count.

![Text

Description automatically generated](data:image/png;base64,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)

* Read in your Kinetic signals data as

> name\_for\_data\_frame = pd.read\_csv(“Name of file.csv”)

Step 3: Call the function *sortbyphaz*

* First format the *Timestamp* column to be in pd date time.

> df['Timestamp'] = pd.to\_datetime(df['Timestamp'], format="%m/%d/%Y %H:%M:%S.%f")

* Call the *sortbyphaz* function with the data frame as the input and the kwargs for every detector. Label the name of each detector with the phase number followed by an a, b, c, or r. You should be able to find the names of the detector on the electrical plan. You might get an error that says "Warning: Event Value 3 did not match any phase.” If you get that error, check to see if you are missing that value or if the detector doesn’t match up with anything in the electrical plan.

>df\_new=sortbyphaz(df,\*\*{'1a':[1],'1b':[29],'2a':[2],'2b':[3],'6a':[16],'6b':[17],'8a':[22],'8b':[23])

* The *sortbyphaz* function works by iterating over the rows in the Dataframe and seeing if the event ID matches the detector group, which is 81 through 100. It appends to the key matching the phases in the dictionary. It also looks for event IDs between 0 and 20, which are phase events to help with identifying what phase is being served.

> phases = {'1a': [], '1b': [],'1c':[], '2a': [] …

>for \_, row in df.iterrows():

>if 81 <= row['Event ID'] <= 100:

>for phase, values in kwargs.items():

>if row['Event Value'] in values

>phases[phase].append(row.copy())

>elif 0 <= event\_id <= 20:

>timeline.append(row)

* The function then iterates through the different open values in the dictionary and converts the values to a data frame, then it sorts by Timestamp and calculates the time between the previous row in seconds, which create the column Time Between Rows.

>for key, rows in phases.items():

>phases[key] = pd.DataFrame(rows)

>phases[key] = phases[key].sort\_values(by='Timestamp')

>phases[key]['Time Between Rows'] = phases[key]['Timestamp'].diff().dt.total\_seconds()

* The function then converts the timeline and sorts by time. It adds a new column that rounds the time to the nearest 15 minutes of date time minute using the function *myround*.

>timeline\_df = pd.DataFrame(timeline)

>timeline\_df = timeline\_df.sort\_values(by='Timestamp')

>new\_df = pd.concat(list(phases.values()) + [timeline\_df])

>new\_df = new\_df.sort\_values(by='Timestamp')

>new\_df['Minuterowd'] = new\_df['Timestamp'].apply( lambda dt: dt + pd.Timedelta(minutes=myround(dt.minute,15) - dt.minute,seconds=-dt.second, microseconds=-dt.microsecond))

Step 4: Call the function *traffic\_count*.

* Take the output from *sortbyphaz* and put that dataframe as an input for the function *traffic\_count*, with the kwargs for the different phases and for right turning movements indicated with the name of the phase followed by a r.

>df\_traffic\_count=traffic\_count(df\_new,\*\*{'1': [1,29], '2': [2,3], '6': [16,17], '8': [22,23]})

* Get rid of the initial counting by filtering the date 1970-01-01 00:00:00

>df\_traffic\_count = df\_traffic\_count.drop(df\_traffic\_count [df\_traffic\_count ['Start Minute'] == '1970-01-01 00:00:00'].index)

* Separate the column *start minute* into two columns, *date* and *time*.

> df\_traffic\_count ['date'] = df\_traffic\_count ['Start Minute'].apply(lambda x: x.date())

> df\_traffic\_count ['time'] = df\_traffic\_count ['Start Minute'].apply(lambda x: x.time())

* This data frame is the output of the functions. You could now export it as a csv or excel file, if wanted.
* The function works by initializing the keys in the dictionary which are the kwargs. It iterates over the rows, checking for detector off and checking if that time is equal to the previous 15 minutes it continues counting as normal the moment it sees a new 15 minute section it prints that count to a new row with the columns *Fifteen Minute Average, Start Minute,* and *Phase*. The *fifteen minutes average* converted to volume per hour, the *starting minute* column is the first of the fifteen minutes, and the label of the *phase*, i.e. ‘2,’ are all printed to the new row. The counting is also happening for the for the whole intersection, which is the same method but just for every phase: these two things are happening in parallel with each other.

>counts = { 'intersection': 0, '1': 0, '2': 0, …

>old = rawdata.iloc[0]['Minuterowd'].minute # Initialize the time variable for the intersection as a whole with the first minute.

>phase\_old = {key: rawdata.iloc[0]['Minuterowd'].minute for key in counts.keys() if key != '15'}

>for c, row in rawdata.iterrows():

>if row['Event Name'] == "Detector Off":

>if row['Minuterowd'] == old:

>counts['intersection'] += 1

>old= row['Minuterowd']

>else: new\_row = { "Fifteen Minute Average": (counts['intersection'] \*4), "Start Minute": pd.to\_datetime(old), "Phase": "intersection"}

>newdf.append(new\_row)

>old= row['Minuterowd']

>counts['intersection'] = 1

>for key, value in kwargs.items():

>if row['Event Value'] in value:

>if row['Minuterowd'] == phase\_old[key]:

>counts[key] += 1

>phase\_old[key] = row['Minuterowd']

>else: new\_row = {"Fifteen Minute Average": counts[key] \* 4, "Start Minute": pd.to\_datetime(phase\_old[key]), "Phase": key}

>newdf.append(new\_row)

>counts[key] = 1

>phase\_old[key] = row['Minuterowd']

Step 4.5: If you are joining multiple time periods together:

* One has two options: you could join them together when you read in both data sets, or after both as gone through the functions. It would make sense to do the latter when one has already gone through functions.

>df = pd.concat([join1, join2], ignore\_index=True)

Step 5: Graph

* I use plotly.graph\_objects to graph in python, but you can use whatever you desire.

>dfnew = df\_traffic\_count.sort\_values(by='Start Minute', ascending=False)

> df\_new\_new = dfnew[dfnew['Phase'] == 'intersection']

>contour\_plot = go.Heatmap(x= df\_new\_new ['date'], y= df\_new\_new ['time'], z= df\_new\_new ["Fifteen Minute Average"],colorscale='Sunset', reversescale=False, colorbar=dict( title="Traffic Count", titleside="top"))

>fig = go.Figure(data=[contour\_plot])

>fig.update\_layout(title='heat map of the intersshon', height=650)

>fig.show()

* One could also graph using *plotly.express* as px to graph the different phases.

> fig = px.line(df\_traffic\_count, x='Start Minute', y='Fifteen Minute Average', color='Phase', color\_discrete\_map={'1': 'red', '2': 'blue', '3':'Green'})

>fig.show()

**Next steps in heat map project.**

Using the amount of time the detector is on for more complex calculations and estimations of traffic counts. Beter calculations could be used for better traffic counts of turning movements, which are being undercounted. This could also be paired with any timeline data to figure out what phase is being served or if there are any events happening in the intersection.